PANDAS

**What is Pandas**?

Pandas is a Python library used for working with data sets.

It has functions for analyzing, cleaning, exploring, and manipulating data.

**Why Use Pandas?**

Pandas allows us to analyze big data and make conclusions based on statistical theories.

Pandas can clean messy data sets, and make them readable and relevant data.

**#Syntax --> pandas.Series(data=None, index=None, dt ype=None, name=None, copy=True or False)**

**#E.g-1**

**import** pandas **as** pd pd.Series(my\_data)

1. 10
2. 20
3. 30

dtype: int64

type(pd.Series(my\_data)) pandas.core.series.Series

**#Series with labels**

pd.Series(data**=**my\_data, index**=**labels)

**# or**

pd.Series(my\_data, labels)

a 10 b 20 c 30 dtype: int64

pd.Series(data**=**[print, len, sum])

1. <built-in function print>
2. <built-in function len> 2 <built-in function sum> dtype: object

**#*decorator:******Pandas does provide a concept called "dec orators" in the form of DataFrame/Series accessor functions.***

***Accessors in Pandas are used to provide access to addi tional methods and attributes that are not directly ava ilable on DataFrame or Series objects. They allow you to extend the functionality of Pandas objects by defini ng custom methods that can be accessed through a spe cial syntax.***

**def** decor(func): **def** inner(): str1 **=** func() **return** str1.upper() **return** inner

@decor

**def** greet(): **return** "good morning" print(greet())

GOOD MORNING

ser1 **=** pd.Series([1,2,3,4,5],["USA","India","Canada","UK","

Egypt"])

ser1

USA 1

India 2

Canada 3

UK 4 Egypt 5

dtype: int64

**#access values using index**

ser1[0:3]

USA 1

India 2

Canada 3

dtype: int64

ser2 **=** pd.Series([5,6,7,8],["USA","Brazil","Canada","UK"]) ser1**+**ser2

Brazil NaN

Canada 10.0

Egypt NaN

India NaN

UK 12.0 USA 6.0 dtype: float64

**# To create a new data in series** ser2['china'] **=** 'duplicate' ser2

USA 5

Brazil 6

Canada 7 UK 8 china duplicate dtype: object

**#*Dataframe: DataFrame is a two-dimensional labeled data structure that is widely used for data manipulatio n and analysis. It is essentially a table with rows and c olumns, where each* *column can have a different data t ype (e.g., integer, float, string, etc.).***

***#pd.DataFrame(datas, row\_label, col\_label)***

df **=** pd.DataFrame(np.random.randn(5,4)) df

# 0 1 2 3

**0**

-

0.743617

0.043163

1.257809

-

0.441337

**1** -0.634113 -0.099980 2.282786 -0.816584

**2**

0.166242

-

0.432571

-

1.512663

-

0.235004

# 0 1 2 3

**3** -0.695917 1.006487 0.154597 -1.137518

**4**

0.715899

0.261169

-

0.065419

-

1.069397

df **=** pd.DataFrame(np.random.randn(5,4), ['A','B','C','D','E'

],['w','x','y','z']) df

# w x y z

**A**

-

1.390346

-

0.617943

-

0.235332

1.834664

**B** 0.776284 -2.006753 -1.595141 0.525834

**C**

0.044868

-

0.131634

-

0.026057

-

0.599927

**D** -1.316303 0.486794 -0.961434 -1.379597

|  |  |  |
| --- | --- | --- |
| **E** | 0.456750 -1.923114 -0.885952 | 0.328777 |

**# To convert dictionary to DataFrame**

d **=** {"col1":[1,2], "col2":[3,40], "col3":[5,6]} print(d)

df **=** pd.DataFrame(d, ['row1','row2'])

print("\n",df)

{'col1': [1, 2], 'col2': [3, 40], 'col3':

[5, 6]}

col1 col2 col3 row1 1 3 5 row2 2 40 6 **#Transpose**

df.T

**A B C D E**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **w**  1.390346 | 0.776284 | 0.044868 | -  1.316303 | 0.456750 |
| **x**  0.617943 |  |  | 0.486794 | -  1.923114 |
| **y**  0.235332 | 1.595141 | 0.026057 | - | 0.885952 |

**z** 1.834664 0.525834 ![](data:image/png;base64,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) 0.328777

0.599927 1.379597

df.index **#-->get all the row names** df.columns type(df) df.dtypes df.info() df.values df.axes df.ndim

df.size

<class 'pandas.core.frame.DataFrame'>

Index: 5 entries, A to E

Data columns (total 4 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

1. w 5 non-null float64
2. x 5 non-null float64
3. y 5 non-null float64 3 z 5 non-null float64 dtypes: float64(4) memory usage: 372.0+ bytes

20

**# To access specific column in df** df['w'] type(df['w'])

**#to access multiple columns**

df[['w','x','y']]

# w x y

**A**

-

1.390346

-

0.617943

-

0.235332

**B** 0.776284 -2.006753 -1.595141

**C**

0.044868

-

0.131634

-

0.026057

**D** -1.316303 0.486794 -0.961434

|  |  |
| --- | --- |
| **E** | 0.456750 -1.923114 -0.885952 |

**#to create new column**

df['new'] **=** df['w']**+**df['y'] df

**w x y z new**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **A** | -  1.390346 | -  0.617943 | - | 1.834664 | -  1.625679 |
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2.006753 1.595141 0.818857

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **w** | **x** | **y** | **z** | **new** |
| **C** 0.044868 | -  0.131634 | -  0.026057 | - | 0.018811 |
| -  **D**  1.316303 | 0.486794 | 0.961434 | 1.379597 | -  2.277737 |
| **E** 0.456750 | -  1.923114 | -  0.885952 | 0.328777 | 0.429202 |

**#to remove new column** df.drop('new', axis**=**1, inplace**=True**) df

# w x y z

|  |  |  |  |
| --- | --- | --- | --- |
| **A** |  |  |  |
| **B** |  |  |  |
| **C** |  |  |  |
| **D** -1.316303 | 0.486794 | -0.961434 | -1.379597 |
| **E** 0.456750 | -1.923114 | -0.885952 | 0.328777 |
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